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Abstract
In system development users and developers need to understand several domains: users' present work, technological options and the system being developed. These domains must be understood both at a concrete level and at an abstract, structured level. No single method achieves this. Therefore we must use various methods. This paper explains why a specific method may work in some situations and not in others. The paper concludes by classifying a number of well-known methods according to their applicability.

Keywords
Participatory design, co-operation, knowledge and methods.

1. Introduction
"The users and the system developers did not understand each other". This is frequently used to explain problems in practical system development. The statement is often followed by the recommendation of a specific technique or tool to remedy the situation. However, in our experience there is no fool-proof method. System development projects fail in communication even though they use the most promising techniques.

In one project horizontal prototypes were used extensively while the requirements were defined. The intention was to ensure that the users understood what they accepted. However, the system had to undergo substantial changes before it could be used [1].

In another case the users were unable to define system requirements at the meetings with the system developers. The system developers then made an elaborate vertical prototype and expected a response from the users. However, they did not get any response.

How do we account for these apparent paradoxes? It is hard to find relevant explanations. Most papers and books deal specifically with techniques and tools, not with underlying theories enabling us to discuss the context and the limitations of the techniques and the tools.

Comparative surveys of methods [3,18,29] are usually thorough on details but lacking in explanatory theory.

In this paper we suggest an answer to the communication paradoxes in terms of a model of user-developer communication. The model is based on theories dealing with system development as well as with communication.

The model may help us to understand why some approaches sometimes yield fruitful communication while in other situations the same approaches turn out to be obstacles. The distinctions offered by the model may act as a catalogue - or toolbox - where system developers may find ideas appropriate for specific situations. We use the model to categorize communication methods and description tools in relation to their applicability.

Thus our model may form the basis of a contingency strategy, as proposed by Davis [11] and Boehm [4].

The model covers the communication related to analysis and design, i.e. to defining requirements and creating solutions. It does not cover all user-developer communication. It excludes the communication related to management and implementation.

In section 2 we define and delimit our subject. We state the purpose and the result of the communication in relation to other system development activities. In section 3 we discuss prerequisites of human communication in general. In section 4 we define a model of user-developer communication in terms of concepts which are useful when discussing the subject. In section 5 we state our thesis, that in general we can only assume a rather low-level starting point for user-developer communication. The consequence is that in general system developers need a rather large toolbox. The organization and contents of this toolbox are illustrated in section 6. Section 7 concludes by discussing the use of our model.

2. User-Developer Communication in System Development
We want to discuss possibilities and obstacles for successful communication in system development. Therefore we relate the communication processes to their results and to the context in which they take place.

Describing the system development process, Clements and Parnas [8] state: "The most useful form of a process
description will be in terms of work products." And they proceed by describing the documents they would produce during a project's life time. We agree with them, although our concept of results is not confined to documents alone. We would also like to include the knowledge developed by the people involved as results.

What then are the results of the system development process? The final results are, of course, a system and a completed technical and organizational implementation process. Intermediate results are documents and knowledge obtained by the participants. Regardless of the development model - be it waterfall, spiral, incremental or parallel - these results form the basis of important decisions. These decisions deal with determining the system's level of sophistication, evaluating the usefulness of the system, freezing the requirements, and designing the system's internal structure.

Thus the goal of analysis and design activities is to produce documents and knowledge enabling decision-making with regard to the system and its environments. How can we produce these results, i.e. what kind of methods do we need? That depends on the prerequisites for the development process, especially the limitations of user-developer communication. We will now present a model of communication in order to answer this question.

### 3. Communication Models

Communication is of course a key issue in collective activities like system development. People with different backgrounds, education, training, and organizational roles exchange facts, opinions, and visions in order to inform, persuade, and maybe even threaten each other. How is communication possible in such a context?

We sketch two communication models which are relevant to understanding and designing user-developer communication: a traditional model and an alternative model. In our opinion many current tools and techniques rely heavily on the first model.

Current methods usually support written communication based on formalized languages, prototyping being the major exception. These methods rely on a communication model which can be described by a tube-for-communication metaphor. Communication is perceived as something created at one place, e.g. the developers' office, then through "a tube" it is carried to the receivers, e.g. the users. The tube could be some kind of written system description. This communication model takes for granted that successful communication is determined by the "sender's" ability to form a rigorous message. How is it, that the same message in the same form can be interpreted so differently by various "receivers"?

An alternative communication model focusing on the prerequisites of those involved in a communicative situation enables us to approach this question. When people communicate, the speaker's words may trigger a change of state in the listener. According to Maturana and Varela [27] "communication depends on not what is transmitted, but on what happens to the person who receives it". The key criteria for successful communication within this model relates to the people involved, rather than to some kind of "tube" between them. Thus, successful communication depends on the ability to establish situations where mutual perturbations trigger changes in the state of those involved, which in turn lead to structural congruence (social coupling) among communicating partners. Writing and speaking do not guarantee reading or listening - or even more important - do not guarantee the establishing of the concepts and models intended by the "sender". Communication is created by people who interact.

Maturana and Varela state that a person's interaction-domain is that same person's domain of cognition. This implies that the kinds of activities we are involved in delimit the kind of knowledge we are able to develop. It further implies that the tools we apply in these activities delimit the kind of knowledge we are able to develop. The rejection of the tube-for-communication metaphor implies that developers and users must set aside much time for discussions and for joint activities. This is done at the expense of working alone and communicating solely in writing, which current methods primarily support. Techniques such as mapping, future workshops, and metaphorical design (see section 6), are alternatives which support the development of social coupling, and thereby successful communication.

### 4. A Model of User-Developer Communication

We want to be able to address such questions as: "Why did a specific project fail even though it contained many user-related activities?" "Which methods should be applied in specific system development situations?" "How do system developers ensure active user participation?"

In order to discuss these questions we have created a model of the communication between users and system developers. The model highlights important factors and relates them to each other. The factors are: the results of the system development process (including intermediate results), the participants' prerequisites, and tools and techniques for system description. The model is based on two distinctions - dealing with three domains of discourse and two levels of knowledge. The three domains of discourse are illustrated in figure 1.

![Figure 1. Three domains of discourse in the system development process.](image-url)

The figure illustrates the idea that design is bridgebuilding in the sense that something new is created based on two existing things. Design is based on two domains.
of discourse: the users' present work and the technological options. Here technology incorporates not only hardware and software, but also work organization. This may seem strange but in this context we find it useful and acceptable to group these matters. Various organizational options, as well as several hardware and software options, should be considered and coordinated in order to fit together as well as possible.

The result is a third domain of discourse: a new (or changed) computer system and changes in the content and the organization of the users' work.

These domains reflect both the users' and the developers' typical prerequisites. At the outset the users have some knowledge of their present work and of organizational options. The system developers have some knowledge of the technological options with regard to hardware and software. At the outset this is all they need to know.

Based on this distinction we state:

**Thesis 4.1** The main domains of discourse

*users' present work*
*technological options*
*new system*

**Knowledge of these domains must be developed and integrated in order for the design process to be a success.**

The second distinction is illustrated in figure 2. It expresses the fact that we need two levels of knowledge. We need abstract knowledge to get an overview of a domain of discourse and we need concrete experience in order to understand the abstract knowledge.

![Figure 2. Two levels of knowledge](image)

We combine the two distinctions into the model in figure 3. The model describes three main domains of discourse on two levels of abstraction. Altogether we get six areas of knowledge in user-developer communication (Figure 3). The numbering 1 to 6 in figure 3 does not reflect a time sequence, i.e. we are not proposing a new waterfall model. The numbering is done for the purpose of convenient referencing.

Various methods propose different sequencing when dealing with the six areas. Normally we would expect some degree of iteration. However, this discussion is beyond the scope of this paper.

**4.1 Concrete experience with users' present work**

Developers need this area of knowledge [19]. They must have some feeling for the users' work in order to be able to understand and to produce structured descriptions or representations of this work (area 2). They cannot rely on users talking about their work, nor can they rely on a requirement specification. Developers must experience users in action.

If developers have no concrete experience with what is going on in the user organization and if they have no idea of the cultural potentials for change, they cannot judge the relevancy of a structured description of the work. User-representation in the design team does not overrule this statement.

The results of dealing with this area of knowledge may come in terms of experiencing differences in working styles, normal and stress situations, power relations, etc.

Results may also be the formation of a common language among users and developers.

**4.2 Relevant structures on users' present work**

A relevant structure defines a common and rigorous language among users and developers, in which they can communicate. A structure is a model of the present situation in the user organization. The model is used to identify desired changes and to evaluate consequences of proposed designs.

We refer to structures in the plural as we cannot expect to capture the richness of the users' work in a single structure.

Which structures are relevant depends on the situation. Information flow is a structure offered by many methods. It is relevant when we want to automatize existing data processing. A control model is a relevant structure when we want to discuss management information systems. A model showing the variety and interrelationship of tasks carried out by individuals or a group during a typical working-day is relevant when we want to discuss requirements for a new communication system.

**4.3 Concrete experience with technological options**

If we want users to play an active role in system development we must expose them to technological options. This is done to stimulate their technological fantasy and to enable them to understand abstract descriptions of technical and organizational solutions.

The relevancy of activities in this area is of course dependent on the users' present experience. Though they may be daily users of some kind of system, they might not have experienced the variety of existing hardware and software.

If we want designers to play an active role in designing the use of technology in organizations (and even though this is seldom an explicit goal, they often do this anyway) they must be exposed to organizational options. This is
done to stimulate their organizational fantasy and to enable them to understand the users' concrete experiences with, as well as their abstract descriptions of, organizational options.

4.4 Overview of technological options
This area of knowledge is the input of technical and organizational ideas into the design process. The system developers must be well informed about possibilities and limitations regarding hardware and software in order to justify their presence in the process. If nobody in the user organization has an overview of organizational options then this sub-area has to be developed during the design process to ensure that the new computer system and the new organization fit together.

4.5 Visions and design proposals
These descriptions are developed throughout a project's lifetime. Here too, it is a question of many structures, as one alone cannot capture the totality of a new computer system and its use. The structures document the actual progress of the project as it approaches the final result, and they form the basis for renewed contracts, even if these may be informal. Therefore some of them must be understandable to the users.

Abstract descriptions are normally required as part of a system development project. These may be hard for the users to understand, but they are necessary to the developers. We stress that in order for users to make decisions and priorities, they too need abstract descriptions to provide them with relevant structures of the new computer system, as well as of the organization in which it is to be implemented. These descriptions might very well differ from those needed by the developers.

4.6 Concrete experience with the new system
The purpose of this area is to enable the users to understand abstract descriptions of the new system (area 5), and to let them experience how the new system meets their needs. The system developers also need concrete experience with the new system in order to check whether it fulfills the descriptions.

In a specific project this area may already be covered through experience with technological options (area 3). This depends first and foremost on how radically the new system transcends current practice.

5. Theses Based on the Model
We now relate the model to the participants' prerequisites and we discuss which areas of knowledge each party must develop in order to facilitate genuine cooperation. The minimal starting point for a design process is actually rather narrow. Therefore it is the system developers' responsibility to apply tools and techniques which allow the participants to acquire an understanding of areas they have little or no knowledge of.

Thesis 5.1 Areas covered by the users.
We can usually be sure that users cover area 1: Concrete experience with user work. We can usually expect nothing more.

Obviously users may be ignorant of technological options and the future system. However, it is not so obvious that they normally do not possess relevant structures or representations of their own work. The keyword here is "relevant".

Traditional structures, such as organization diagrams and descriptions of the formal division of labour are not necessarily relevant. They may be insufficient when it comes to discussing inexpediencies in the users' present work and requirements for new systems, since they do not necessarily reflect what can be observed in the organization. Relying on such descriptions has often led to solving the wrong problems.

Thesis 5.2 Areas covered by the system developers.
We can usually be sure that system developers cover area 3 and 4: technological options. We can usually expect nothing more.

The first part of this thesis is rather obvious, or else designers would have no role in the process. However, sometimes designers are also challenged by the technological options. E.g. when new development tools are applied, when simultaneous development of basic software and applications occurs, and when new standard software or hardware is introduced.

With regard to the second part of the thesis, the developers may of course have worked for the organization before or they may have worked for a similar organization. In that case they may have concrete experience as well as abstract knowledge about the users' present work. This would make things easier, but this is not something that can generally be taken for granted.

Also when it comes to the new system, developers may have prior experience, e.g. from implementing standard systems. However, neglecting the characteristics of the
specific organization will prevent the new computer system and the organization from fitting together.

Thesis 5.3 Areas of knowledge to be acquired by the users through the development process.

It is the system developers' responsibility to apply tools and techniques allowing users to develop
* relevant structures on users' present work (area 2),
* visions and design proposals (area 5),
* concrete experience with the new system (area 6).

The reasons for this thesis are the following: abstract descriptions of the new system (area 5) and relevant structures on users' present work (area 2) are needed when the users evaluate design proposals. As some part of the user organization must normally make a decision about accepting or rejecting a proposals, the users' knowledge of these areas is indispensable.

In order for users to play a creative role in design they need abstract descriptions of their present work (area 2) as well as of the new system (area 5).

However, concrete experience is also needed in order to understand abstract descriptions. Thus the users need concrete experience with the new system (area 6) before they can understand abstract descriptions of the new system (area 5).

Thesis 5.4 Areas of knowledge to be acquired by the system developers through the development process.

It is the developers' responsibility to apply tools and techniques allowing them to develop
* visions and design proposals (area 5),
* relevant structures on users' present work (area 2),
* concrete experience with users' present work (area 1),
* concrete experience with the new system (area 6).

It goes without saying that the developers must understand abstract descriptions of the new system (area 5) since they are major intermediate results. Relevant structures on users' present work (area 2) must be understood in order to identify and evaluate desirable changes.

The developers must have concrete experience with users' present work (area 1) in order to understand and produce descriptions of relevant structures on the users' present work. System developers who have developed this area of knowledge have a better background for communicating with the users, as they are able to refer to and understand references to concrete events in the users' organization.

Finally, the developers must have concrete experience with the new system (area 6) in order to be able to test and evaluate the products of their own work.
We conclude this section by observing that our theory entails that all areas of knowledge must be dealt with in any normal system development process. The next section will discuss the toolbox we need for this work.

6. Tools and Techniques for Knowledge Development

Our model of user-developer communication can be used to define a toolbox for tools and techniques to facilitate this communication. The toolbox presented in figure 3 consists of 6 sections, one for each of the areas of knowledge discussed above. It accentuates the differences between the purposes of the tools and techniques, even though some fit into more sections.

A presentation of the tools and techniques chosen to illustrate the use of the toolbox is beyond the scope of this paper. The interested reader may find additional information in the references indicated in figure 4.

7. Conclusion

We find the model listing areas of knowledge in figure 3 useful for a classification of tools and techniques. A classification which developers may find helpful when planning a project.

We also find the theses in section 5 useful in explaining why projects run into trouble. This may be related to power games in the user organization or to other factors which are most often out of the developers' control. However based on our own research (Andersen et al., 1990), we claim that far too often problems in real life projects are caused by developers using inadequate tools and techniques.

We can now explain apparent paradoxes such as: "Horizontal prototypes are insufficient" (Grønbæk 1988) and "Prototypes do not substitute analysis" (Andersen 1987). A horizontal prototype does not really give users an experience with the future system. It is more like an abstract system description: the menu hierarchy implemented on edp-hardware. Thus inexperienced users will not obtain sufficient understanding of the system's functions. Vertical prototypes used successfully might solve the problem. On the other hand prototyping diverts the attention from such questions as: Do we need a new computer system? To answer this question knowledge area 2 in figure 3 must be dealt with. Analysis techniques must also be used.

Figure 4 not only indicates the areas of knowledge, in which the various tools and techniques are adequate but at the same time also highlights the areas in which they are inadequate. Conclusions concerning the more established tools and techniques such as dataflow diagrams are interesting. One of many conclusions we may draw from figure 4 is that all traditional system development methods deal only with areas 2 and 5, resulting in abstract descriptions. Thus, by themselves they are insufficient as guidelines for the entire system development process. They must be supplemented by techniques giving concrete experiences of user work and computer technology.
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